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**Лабораторная работа № 2.1**

**Задание**: реализовать методы простой итерации и Ньютона решения нелинейных уравнений в виде программ, задавая в качестве входных данных точность вычислений. С использованием разработанного программного обеспечения найти положительный корень нелинейного уравнения (начальное приближение определить графически). Проанализировать зависимость погрешности вычислений от количества итераций.
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**Листинг**

#include <iostream>

#include <vector>

#include <cmath>

#include <functional>

#include <iomanip>

using namespace std;

void print() {

std::cout << std::endl;

}

template<class T>

std::ostream& operator<<(std::ostream& out, const std::vector<T>& v) {

for (auto& a : v) {

out << a << " ";

}

return out;

}

template<class T>

void print(T obj) {

std::cout << obj << std::endl;

}

template<class T, class ...Args>

void print(T obj, Args... args) {

std::cout << obj;

print(args...);

}

void cnt(int flag = -1) {

static int a = 0;

static int b = 0;

switch (flag) {

case 0:

a++;

break;

case 1:

b++;

break;

default:

print("Fixed Point Iteration: ", a);

print("Newton's Method: ", b);

break;

}

}

template<class T, class F>

T FixedPointIteration(std::function<F> phi, T a, T b, T q, T eps) {

T x\_prev = (a + b) / 2;

T x\_next = phi(x\_prev);

T err = q / (1 - q) \* std::abs(x\_next - x\_prev);

while (err > eps) {

cnt(0);

x\_prev = x\_next;

x\_next = phi(x\_prev);

err = q / (1 - q) \* std::abs(x\_next - x\_prev);

}

return x\_next;

}

template<class T, class F>

T FixedPointIteration(std::function<F> phi, T a, T b, T eps) {

T q = -1;

T dx = std::max(eps, T(0.000001));

for (T i = 1; i <= (b - a) / dx; i++) {

T dy = phi(a + i \* dx) - phi(a + (i - 1) \* dx);

T tg = dy / dx;

q = std::max(q, abs(tg));

}

return FixedPointIteration(phi, a, b, q, eps);

}

template<class T, class F>

T NewtonsMethod(std::function<F> phi, std::function<F> dphi, T x0, T eps) {

T x\_prev = x0;

T err = phi(x\_prev) / dphi(x\_prev);

T x\_next = x\_prev - err;

while (std::abs(err) > eps) {

cnt(1);

x\_prev = x\_next;

err = phi(x\_prev) / dphi(x\_prev);

x\_next = x\_prev - err;

}

return x\_next;

}

int main()

{

print("e^(t) - 2 \* t - 2 = 0");

auto func = [](double t) -> double {

return std::log(2 \* t + 2);

};

print(std::setprecision(17), FixedPointIteration(std::function<double(double)>(func), 1., 2., 0.000001));

auto f = [](double t) -> double {

return std::exp(t) - 2 \* t - 2;

};

auto df = [](double t) -> double {

return std::exp(t) - t;

};

print(std::setprecision(17), NewtonsMethod(std::function<double(double)>(f), std::function<double(double)>(df), 0., 0.000001));

cnt();

//print(f(FixedPointIteration(std::function<double(double)>(func), 1., 2., 0.0001)));

//print(f(NewtonsMethod(std::function<double(double)>(f), std::function<double(double)>(df), 0., 0.0001)));

}
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**Лабораторная работа № 1.2**

**Задание**: реализовать методы простой итерации и Ньютона решения систем нелинейных уравнений в виде программного кода, задавая в качестве входных данных точность вычислений. С использованием разработанного программного обеспечения решить систему нелинейных уравнений (при наличии нескольких решений найти то из них, в котором значения неизвестных являются положительными); начальное приближение определить графически. Проанализировать зависимость погрешности вычислений от количества итераций.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjAAAABVCAIAAADYNUn4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAABgSSURBVHhe7d15QMz5/wfw+cw0XZRCKmJjS0SbfK271tGWWldKwiK5clsiN1siSuU+N0RYqaxKrSJyJLWFypUOomt17DRjJjOf3/w+U5/umZrMZ6aZ6fX4az7T4DNvr97Pz/H+vN8kLj8kEv/3QRPQUIAQUEgAYCCQRAINBQgBhQQABgJJJNBQgBBQSABgBAYSAAAAIFF4BDUm6H3QBDQUIAQUEgAYCCSRQEMBQkAhAYCBQBIJNBQgBBQSABgIJJFAQwFCQCEBgJGpQOK8C1wyad6JF2x8u/1BP9Ia1sf7p39bc+y59PyfSaUOVEhVJS9iroUmFuCbADQgQ4HEzvC31iArGG18UIW/0/4gkARDix5f2OlkpkFGSAar7rHwdwFfHaOQmBnB66dPX3E8PpeBvwNAIzITSFXPD1qbGvakQCDJDGYlncN8/JuRCgRSqzpAIaEFIS6DLHYkVvwf/gYAzchIIH1J87S22RvuNUqRCoEkS9A835+6QCC1Sv4L6evzncOHbHr8Bd8EBGDmxh5ZscQvWXo6RJHJRCAxEndOmhyQzszyGw2BJFvQfP/xEEitk/tCQvOOjjdyvcOC0yNCoIUPArc7mqqTSSR9uWpVGQikyoc7Jsw4+pbD5UAgyRwIJOHIfSGxHm4ytvDCfosBIVgMJspKdh+sCoEkWeX310+cGZjDG6QFgSR7IJCEI/eFxIxbY2B96BOKbwICoPkB2C8XBJIElf+9xnLe5byaMoZAkj0QSMLpEIFkc7RIUCChbHb9yRPKYrDEmFxsenkZnf9jCCiLVsHgexbHYVTU/KSKyeS/b5L8CjXQwiMTNSCQJAb9N3L1+EXXCmv/YyGQZA8EknA6aiChBbe9nW1HGnZTN3FPYGJvMDNPzxnUmao7P6y05hMEqsqJ3DnfwcllsfMUs176Y5ade0bHf8Ktyov2dLabPmfRIqcJA/uZTt8W+q6uYiuS/J2nOy13c1vtPH3iKJMZAR8afQuJfoVGIJAkq+KPyV0RbFeaQzScQirxT7UrbF/wV4AvCCThyH0hCTpDYnzMSIw7v2JYV6S7/dXPJRGrrGxcFtlNmOyRQMM/QRBO7hUnw8Er//6Xtws1gz8Vjbc84SUIWhixyKin1eHM6iNdtCze3VRFsffsoPe8Mx520tYRg9zwg2DGU88xv/g3DiQivgIn99TsYYMFM3M+x+dqJwSSZLHSw4/4NXBwp/33ChQdy998/Y9FZUnFo/8QSK2AQBJOhw2kGvToFb2pWvbum1cefc6LCOJVRi02oFrsz8GvqnFyQjbZTV0W9AbrRlgP3UwpWjOv1T8gVX79V30yRW9xZAW2axfttJSHbYgvrv6T6L8RF28W8/sWon0F2qu7YSGChd57y+dRYgik9gWX7GQPFkjjIJBa18EDiUsLn6NFVbTwfl1/G6YVnJyghWNGjhDIfN2NBlfMmPdXfa+iOS+ET1SwHq0zUkEGbXzSoFspD57VBaF8t/I2r9c5NlmTjFC1hzrtvJhc/BX/RHNt/wqigkBqXxBIsofzZu8oNaT3ohg5+p0Rh44eSOgH7MCFPMLjpfC9eUVmdPBFwS7fyWqQPvSwWZoKilNOf8a3G6Bfs1enIP3XNuxWWAluhgpIl7l/8jbQ8uSzq8x7qSIkhKI5eP6ZtLo7T418w1cQEQRS+4JAki201BAfd3sjFTJC0R233PNMfL7EflVlTgcPJObTgwtGGlLUJp0tEk+NMO+t7KdE6mF/uaTB309PCY98h5088X6kZnW6sP5HrAcb+ytQzXalYq8raZW8vaZnR3rPNdGgkBQHbHrE50RLpK/AeetrqddVMO0pR5rcuOKBQAJNQEMBQnToQKKn7F/t++TWGn1Frfk3aFwuIy+3bmgtFxWQYW1UETpPn4xQ+y8O/VSTF2jpnS2zt95nYP/cnVWDFBB1q2PZdUlSemGmWqfhe9O/Yj+9snlrQu0F57Lbqw0UFCce/4Rv12nxKwiBVfgqNUWwtDfFfI7CawMprmkgMQuzsorEcy9O3CCQRAINBQjREQOJkx/p6xWc+vYvNxfvJDq3/E97TSWDtXF50fs8wz+iXLQ8M9zDcZiNz6u2n3Hwwc48YdWDiiDUHma2vzrPtjXT6zf3Un71/qCFEUuMOpF7TjmZUX01jpa8e2yf4TvuVw+SY1yy72vh+aic95rLTt87TPPHPc9q7yS18hUwjNTjzuaD++loD7TzfVDzlxCGk3NgrBqpp3MUs2EgsdMPTFRHEFWz9XHlsnfmBIEkEmgoQIiOGEiVITM1KYhKX8c/qsdbo0UX7HqSqdrm22+XVH+Mw2HErhg0xpuwmzK0tHPLJw7orqKi8d1Q+903cxqcQ7Df394zd6xB7/4jrKZNmzLrt7NPSvFdZQQvMDEeYGg6wcFl+fJ5M529ovPqB/i29hXQglCfY8lYsNGS9ozWGrn/FWFjg3nXwzc7DFAlkyjaFss8Tt3Nq20lzquj03Q1evXtpbfghuyt8gGBJBJoKEAIuS8k+sXp3X5wa3zJjlOcFnc383Pde2hpxr3EnAadaNUT9+FjiQskMWjtK/CWYKl+wXnpMXr47rpTK7Gruveb5eo7sje3OgSSSKChACHkvpAqDvxI0XIQNKhBgKonm6U8kIRWFrbQdvczST08iX4MWeLolSY9o7+EBoEkEmgoQAgIJH7kJpBYqX6rvB7+h2+JF+d97LEd2w7FNxg0KEMgkEQCDQUIIfeFVBn4i8aA1ULPpVNDPgIJ/Tf+kOc1yU0tU8WSwTOjWhBIIoGGAoSQ+0Jixq7+3uoQviEs6b+H1LqKpMC9Qam80XtoefrzXHm4/ChOEEgigYYChJD7QvoS7tJz2ll8Qzi0N3c8rXv1cfB/+F42n6nhculJB8bpdu2pz9NHR88hqE0PJ3VEAgMJACBJ+O+efOJk+1r1Xx2LbwEggMBAwl+BFkFDAULIeSFxcgMs+y+4UYZvAiAABJJIoKEAIeS6kGj/+E81+tknQ4bvtQMJgUASCTQUIIR8FhKnNCPy+Ab7CZNcTyaXwe180DrZCCS0MCHQ90AtnxMxtetstTcIpBbQMsK8XB1tLK2mzlt/ODYHVkRqgVwWElp0bvqAiZuuvCiHW/lAODIRSMwHG0ypdYuZ4ys5SgVsd/BXoLHyhN0/anTWNho61EhXlYIgCtpWfimyN7WWpMhrIVUVJV/cOv1Hi8VBmbI3jQ2QPBkIJDT/vJ2Fy8nQsBrhEUn4BPJSAAKJP87LfVOst0fnVZ8VsXLC15h1JpPUxx/NltjTgTJGrgsJ/fSX6yCTFbH1a4QDwJ/0BxLrkbvlnOAC6Tzph0Dii5N9ZtfJrAaHDcz4tYMVELWZVyvxN0Bjcl5IaHHg9L6TzzZbRgiAxqQ9kNCPQdO6K6rqDLSY5Xbibs0RtxSBQBISLWimCrn7fBmcD18y5L2Q0PxDk/QW/YVvASCAlAcSmnfJdaSxvqYSGSGREIqGmWvwO2kKJQgk4aB5/lbUrlMviGmBatkn94X05cYi3cmn8A0ABJDyQMKh9Lz4U2steiohiNKAVVG1a2e1PwgkoaAFp2x1jNbdrV6PE/Ah94VUPZddAL7R7tiVNOY3dCIoQeupi0AKdkGsZCOQarBzrszpp0xSGb4vQ2LrXLUCAkkYzMfbhwx0iSiB0yOB5L6QeAv0DV7f7kckjNz7Z7fOGdlLc9KpIvwt4VTlRfv/fuTOB8mPymHmxh5ZscQvufqxYs6HmP1bfPDRQvJIlgIJUxqxrA9F6ecTn6TkMAECqXX05J0TzDffg2ljWiL3hfRN6yERrir7UUTgUlMqomTdlkCipx6ZM3tfEk3CowTRwgeB2x1N1ckkkr7rHRb+r6OF0Wtt7A+lyOf4IBkLJC7z9pLenUYfeAMPxsoGtOivlTbzgt7CcO+WQSBJzJdwl27kNgQS+jHkV9NJRyW3nlE9FoOJspLdB6s2DCQM86nHCON51wvk8JKDrAUSK8ltUO+FN6Xl6AACqUW0xH2Ojn4pcOuoVXJfSLwF+ozXSkUgRSzTET6Q0MLLTv36LI0UQ4+Dfo7Y5bgrqhzfFADNDxjfpUkgcbnlIXP79vr1qjS0J7FkLJA4r/3GDdvwkCEtT9hBIAlGTzv8q92uuw1HoJQm3UuBpyP5kftCYsatMbA5KrADRdns+sN9lMVgia+n/RLJP5DQKlpZOaPJSQfr8TZjpV6Lb/HNIxF3Gs0/bK1qLbhNaqCFRyZqNAskLi3MRUv5hx3JYrmZhJ2Z4V+Mw5bwiaF0B1LVi9Ouc5b7x36obnb2+2h3G5tdCa0cUkgSBJIAlcn+U7/rZ7l86zbcVve1C6yMJ3pmwsU7fjpqIKEFt72dbUcadlM3cU/gLcPHzDw9Z1Bnqu78sNKaTxCueSCxcyO22Vk7rNnlsWHG/waMmbvxdw8Pzz0BN99xGLeWGiBqtuc+NwoDtDDOy/mXEYbdO5tufFS90+ln5ht1VtRZENKWvkmkQEI/nZigrKC/KpbQtQurcm95zbaynjV/ntP6c8Fbx/YatDKu8b8rbtIdSF8euZt2QRByJ70ho0cNHzFp2ZnkMvEdOn0DCCR+OC+PT9Wm1E0+WAtRNveVlpt/0gZrHvyVnBJ0hsT4mJEYd37FsK5Id/urn0siVlnZuCyymzDZI4GGf4JoTQOp8oHbDxr6K2KqT4I4b/1+7kRWNpnr4Xfq71zGw7X9VZAB6x42WTiD8Sk9MS5w5Uh1SteZV0qKI9dNnLRwkd3EyR7xbbk6LVIgcZl/L9JTQgZueNx0UQ9O9ul5ZoMFGjR0fhD/udcYz47O6DfY5fp73hjmz5eW9tWkdpt3TcJ3R6Q7kDD0D0nRYddv3E7MKpXCvkzu+xEgGR02kGrQo1f0pmrZu29eefS5uJcrbxJIX/5a0oOsNOl0Sc0mJztgrCJZ3eky1hGjBScnKJPJ5t7ZfLse+t+L+6j0mLHJfdXhjG/ZadEC6WvG7mGdSaqWJ5s9bE57FR8aIlhofBaf+VLQz7dWG3YZuisZnwOXGeXak6I27bxwd9qII/WBJN2goQAhOnggcWnhc7Soihber9t41MnJCVo4ZuQIgczX3Wh66a9JIFVedlJDqOZ+2fiu/Rc0WYWiOOVMGZfLTv3dlIpQBGZGZchcPaTTGN9Xwl6GZqd7j1RTVqpDpSAUKv6ap/Morxf4R+sICiROro+FOknxh11pRDyUSX+43lit7/JbtcsooO8PWyuqjjvyXtJnARBIIoGGAoTo6IGEfvAf14U8wuNlWzvAiszo4IuCXb6T1fTkpUkgofkXpnanqtkez6/eN3bybhNFDZuTvJMidvIuEyyQLA8JeOwRzQuwoioN2yv8fVFWSc7LzFoZ93aYq5jveohvYl7mlDQbpCAokGreVzTe+lT0hXjRoiBHTeWhnum12YblkWV38vDf2/zfITIIJJFAQwFCdPBAYj49uGCkIUVt0lnxz3bYbFAD+ilmx5geWiOW+p4LPOBiPtRmR2RNAqE5h8YqIuQxe9/y3akvKfudRxtQVW3PNFuLQKj5fUS7ZIfm+f7UhaQ02vddkzjkvD5oo91VIE1d2xNNz3vKL83QIQ/eVBdtZTGrDBQUBm56JHrWtRUEkkigoQAhOnQg0VP2r/Z9cmuNvqLW/Bs0LpeRl1tY/UFG6nFn88H9dLQH2vk+IGpwbbNAoicHzHc+nlb0/uWzZ68L6Q12kRnt0ouKGDUb1MDDSDqwxj8xekVfle4LQum1O42Wvwz1dDKz3c8/wxppWyA1He32NWWzSSeS7oIIZuP3sdOwwtepKYKlvSlu8nW+/rPFpBPl58M1uYp+vOn+kz5VobdrLKNu5rzKT9mfJDK8AQJJJNBQgBAdMZA4+ZG+XsGpb/9yc/FOonPL/7TXVDJYG5cXvc8z/CP2QbQg1OdYMhZQtKQ9o7VG7hf6Vk3L6CHzNciKPwXk1uwL57XfmM7aE9YfuxQSfjMqJi4+ITH1TTF+na8saIYOSX3apfqH5zjvo/z2BP+TddN9oXcig1sR7KBL7r86Pi/Ga08or0PncOjYNzX3EmI4qXCBxMk5MFaN1NM5qknwVIY6aip0nv5Hcct/XBhf07YN6YToOQR/YJW/CHZz3eO/bBCl64zgtzHePlElKJed7jOqM0V5tGe6+J/ZgEASCTQUIERHDKTKkJmaFESlr+MfmbxDdrTogl1PMlXbfPttrBPkYVbSa7p1zkuP0cN3PxP97j3n/Z1jy8fqkEmIirHDzvOPsLfQoqjVpt14y9vUQ6jdh627ybupVBqyoIeiwW8P6m5E0a846iKIcl/H06+rd7ogyLEbmdrDYuud2rmDq55sM7UgJpBoqSE+mx0GqJJJFG2LZR6n7ubV/a3spB3GilqzruCDA0VTlbzHogsZQaid+9n8fq+48tpsXTK11+ilx55WJzEnN8ihj4aew5nc1r+UqCCQRAINBQgh94XECySrgMajAzjFaXF3Mz/XvYeWZtxLzOEzJrksbKHt7mdiOjynJR1Yuvl6+qtnTxLuxETdDA+5fP649xqrvqN28U4IWKk7hnUdsvOfun+cU/ws9m5G/fwjaFn6vcTcBjtd9WS7cIEkCk7GnrGqZluSCJuooTL7wa3oJ7k1z1Excx/fin/ZLo98QiCJBBoKEELuC4n1YONA8z3f1E2zUv1WeT38D98iFloUMt94Qu3lu3r0qGWzDuZU7y3twfahA10iy5reqhFEEoFUmbDW1Gzj/dpB2nJEYCABACQJ/92TU5wsP3PDZW2fhwb9N/6Q5zWxTbX9+bytKrXbT+5hmfXP3bNLUs66OrrH4BcOsYh5dfbX8cvDawZatEr8gVSRsMPO6eQLuVwTSWAg4a9Ai6ChACHkv5BYSW4mQ7YktW1Kg4qkwL1BqbzrSGh5+nNx3MKoSDrmPLS7IoJQu/QyGGhiYmzYR/9/9nvjmsyuU/UuzGPNnvAcIUJA6HtI36QqPzZgi0fI62+ZGkIWQCCJBBoKEKIDFBIn6+R0Q2ufF0J3pfSkA+N0u/bU5+mjo+cQJOQpStsxC9JiQ4POnvnj4vXbqfl8bmJV43x+l1XcWs7Q3sbu+aXHdzMOPRTLqq5oybusz+I6XZQGEEgigYYChOgQhYSW3vOe9dPUjX+mS9cUyUB6QCCJBBoKEKLjFBK7JD3q/IlLjwrwbQAakI1AQgsTAn0P1PI5EVMz/qX9QSC1gJkd47Nylq2l1bQFm88l/QsHxS2AQgIAIxOBxHywwZRa9+QaRW9xpLSMd8R2B38FGmO/Oefwg8nEmbPtxxtpUBCky3CPp/jM9qA5KCQAMDIQSGj+eTsLl5OhYTXCI5L4ry/VHqAf4Q/9EOS++Ub1Sl/Y8UTGocndyGTtxTfldWiQ6KCQAMBIfyCxHrlbzgluNp+udIB+RIDKsrIGMzj+d9VOndptQSgEkiBQSABgpD2Q0I9B07orquoMtJjlduKuWEZSigL6EaF8vjBZ8/vlf5fhm6AZKCQAMFIeSGjeJdeRxvqaSrzJDxGKhplr8DtpCiXoR4RQlXHQwXLHXYijFkAhAYCR8kDCofS8+FNrLXoqIYjSgFVR9TMbtjfoR1rGLHh6aYttn869zNdcyJDIeioyCgoJAIxsBFINds6VOf2USSrD92UQsYw8EaAfaQn7dZj3lqXT/6ejiGCnt7oOgRJfoV9mQCEBgJGlQMKURizrQ1H6+YSARe4lDvoRYVSkBFhrK5AUTXakSMuRhLSBQgIAI2OBxGXeXtK70+gDYl5tRGjQjwiHk33IuhNZbeZVuGzHHxQSABhZCyRWktug3gtvSku/Bv2IkNhpHkOUe7vGwrOx/EEhAYCRsUDivPYbN2zDQ0ZbV1URF+hHhMS8u67fdwtuVq+IDJqDQgIAI92BVPXitOuc5f6xH6qHerPfR7vb2OxKKK/+mVSAfoQ/1rvIE0evPinAJ8qn/bN/0lCnoGwY0yAIFBIAGOkOpC+P3E27IAi5k96Q0aOGj5i07EyydE1cD/0IX5ysYxM0KAhF3XCcvbPzrF+s7DeFvJa2h5qlChQSABjpDiQM/UNSdNj1G7cTs+rXGJYe0I8IwviQcjv8Wkj4rXvP8nkrfoIWQSEBgJH6QJJu0FCAEFBIAGAgkEQCDQUIAYUEAAYCSSTQUIAQUEgAYCCQRAINBQgBhQQABgJJJNBQgBBQSABgIJBEAg0FCAGFBAAGAkkk0FCAEFBIAHC53P8HicYBSH6L0E8AAAAASUVORK5CYII=)
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**Листинг**

#include <iostream>

#include <vector>

#include <cmath>

#include <functional>

#include <iomanip>

#include <cassert>

using namespace std;

void print() {

std::cout << std::endl;

}

template<class T>

std::ostream& operator<<(std::ostream& out, const std::vector<T>& v) {

for (size\_t i = 0; i < v.size(); i++) {

out << v[i];

if (i != v.size() - 1) {

out << " ";

}

}

return out;

}

template<class T>

void print(T obj) {

std::cout << obj << std::endl;

}

template<class T, class ...Args>

void print(T obj, Args... args) {

std::cout << obj;

print(args...);

}

template<class T>

class Matrix {

vector<vector<T>> matrix;

std::vector<Matrix<T>> plu;

public:

Matrix(size\_t \_n) {

matrix = vector<vector<T>>(\_n, vector<T>(\_n, T()));

}

Matrix(size\_t \_n, vector<T> v) : Matrix(\_n) {

for (size\_t i = 0; i < \_n; i++) {

for (size\_t j = 0; j < \_n; j++) {

matrix[i][j] = v[i \* \_n + j];

}

}

}

Matrix(size\_t \_n, std::vector<std::vector<T>>& matr) : Matrix(\_n) {

for (size\_t i = 0; i < \_n; i++) {

for (size\_t j = 0; j < \_n; j++) {

matrix[i][j] = matr[i][j];

}

}

}

void SwapColumns(size\_t i, size\_t j) {

for (size\_t k = 0; k < size(); k++) {

std::swap(matrix[k][i], matrix[k][j]);

}

}

void SwapLines(size\_t i, size\_t j) {

for (size\_t k = 0; k < size(); k++) {

std::swap(matrix[i][k], matrix[j][k]);

}

}

Matrix<T> E(size\_t \_n) {

Matrix<T> result(\_n);

for (size\_t i = 0; i < \_n; i++) {

result[i][i] = 1;

}

return result;

}

std::vector<Matrix<T>> LUFactorizing(int\* count = nullptr) {

Matrix<T> P = E(size());

Matrix<T> L = E(size());

Matrix<T> U(size(), matrix);

/\*std::cout << P << std::endl;

std::cout << L << std::endl;

std::cout << U << std::endl;\*/

for (size\_t i = 0; i < size(); i++) {

// 1. Находим строку с максимальным по модулю элементом.

{

size\_t k = i;

T max = std::abs(U[i][i]);

for (size\_t j = i + 1; j < size(); j++) {

if (std::abs(U[j][i]) > max) {

max = std::abs(U[j][i]);

k = j;

}

}

if (U[k][i] == 0) {

continue;

}

// 2. Меняем строки в U и обновляем L.

if (k != i) {

P.SwapColumns(i, k);

L.SwapLines(i, k);

L.SwapColumns(i, k);

U.SwapLines(i, k);

if (count != nullptr) (\*count) += 1;

}

}

// 3. Алгоритм Гаусса

for (size\_t j = i + 1; j < size(); j++) {

double koef = U[j][i] / U[i][i];

U[j][i] = 0;

L[j][i] = koef;

for (size\_t t = i + 1; t < size(); t++) {

U[j][t] -= koef \* U[i][t];

}

}

}

/\*std::cout << P << std::endl;

std::cout << L << std::endl;

std::cout << U << std::endl;\*/

return std::vector<Matrix<T>>({ P, L, U });

}

std::vector<T> Solve(const std::vector<T>& b) {

// A \* x = b => P \* L \* U \* x = b => L \* U \* x = P^(-1) \* b = P^(T) \* b

if (b.size() != size()) throw "размерность не совпадает";

// 1. Делаем LU - разложение

if (plu.size() == 0) {

plu = LUFactorizing();

}

// 2. Вычисляем P^(T) \* b = b \* P = y

auto y = b \* plu[0];

// 3. Вычисляем L \* z = y;

std::vector<T> z(size(), T());

for (size\_t i = 0; i < size(); i++) {

z[i] = y[i];

for (size\_t j = 0; j < i; j++) {

z[i] -= plu[1][i][j] \* z[j];

}

z[i] /= plu[1][i][i];

}

// 4. Вычисляем U \* x = z

std::vector<T> x(size(), T());

for (long i = size() - 1; i >= 0; i--) {

x[i] = z[i];

for (long j = i + 1; j < size(); j++) {

x[i] -= plu[2][i][j] \* x[j];

}

x[i] /= plu[2][i][i];

}

return x;

}

friend Matrix<T> operator\*(const Matrix<T>& m1, const Matrix<T>& m2) {

std::vector<std::vector<T>> vec(m1.size(), std::vector<T>(m1.size(), T()));

for (size\_t i = 0; i < m1.size(); i++) {

for (size\_t j = 0; j < m1.size(); j++) {

for (size\_t k = 0; k < m1.size(); k++) {

vec[i][j] +=

m1[i][k] \*

m2[k][j];

}

}

}

return Matrix<T>(m1.size(), vec);

}

friend std::vector<T> operator\*(const Matrix<T>& m1, const std::vector<T>& m2) {

if (m1.size() != m2.size()) {

throw "bad thing";

}

std::vector<T> result(m1.size(), T());

for (size\_t i = 0; i < m1.size(); i++) {

for (size\_t j = 0; j < m1.size(); j++) {

result[i] += m1[i][j] \* m2[j];

}

}

return result;

}

friend std::vector<T> operator\*(const std::vector<T>& m2, const Matrix<T>& m1) {

if (m1.size() != m2.size()) {

throw "bad thing";

}

std::vector<T> result(m1.size(), T());

for (size\_t i = 0; i < m1.size(); i++) {

for (size\_t j = 0; j < m1.size(); j++) {

result[i] += m1[j][i] \* m2[j];

}

}

return result;

}

size\_t inline size() {

return matrix.size();

}

size\_t size() const {

return matrix.size();

}

vector<T>& operator[] (size\_t i) {

return matrix[i];

}

vector<T> operator[] (size\_t i) const {

return matrix[i];

}

vector<T> operator\* (vector<T> v) {

vector<T> result(size(), T());

for (size\_t i = 0; i < size(); i++) {

for (size\_t j = 0; j < size(); j++) {

result[i] += matrix[i][j] \* v[j];

}

}

return result;

}

Matrix<T> operator+ (const Matrix<T>& m) {

Matrix<T> result(size());

for (size\_t i = 0; i < size(); i++) {

for (size\_t j = 0; j < size(); j++) {

result[i][j] = matrix[i][j] + m[i][j];

}

}

return result;

}

friend ostream& operator<<(ostream& out, Matrix<T> m) {

for (size\_t i = 0; i < m.size(); i++) {

for (size\_t j = 0; j < m.size(); j++) {

out << m[i][j] << " ";

}

out << endl;

}

return out;

}

};

template<class T>

vector<T> operator+ (vector<T> v1, vector<T> v2) {

vector<T> result(v1.size(), T());

for (size\_t i = 0; i < v1.size(); i++) {

result[i] = v1[i] + v2[i];

}

return result;

}

template<class T>

vector<T> operator- (vector<T>& v1, vector<T>& v2) {

vector<T> result(v1.size(), T());

for (size\_t i = 0; i < v1.size(); i++) {

result[i] = v1[i] - v2[i];

}

return result;

}

template<class T>

vector<T> operator- (vector<T> v1) {

vector<T> result(v1);

for (size\_t i = 0; i < v1.size(); i++) {

result[i] = -result[i];

}

return result;

}

void cnt(int flag = -1) {

static int a = 0;

static int b = 0;

switch (flag) {

case 0:

a++;

break;

case 1:

b++;

break;

default:

print("Fixed Point Iteration: ", a);

print("Newton's Method: ", b);

break;

}

}

template<class T>

T Norm(vector<T> v) {

T max = std::abs(v[0]);

for (T& e : v) {

max = std::max(max, std::abs(e));

}

return max;

}

template<class T, class F>

std::vector<T> FixedPointIteration(const std::function<F> phi, const size\_t size, std::vector<T> start, const T q, const T eps) {

std::vector<T> X\_prev(start);

std::vector<T> X(start);

auto E = [&]() -> T {

return q / (1 - q) \* Norm(X - X\_prev);

};

do {

X\_prev = X;

X = phi(X);

cnt(0);

} while (std::abs(E()) > eps);

return X;

}

template<class T, class F, class M>

std::vector<T> NewtonsMethod(const std::function<F> f, const std::function<M> jacobian, const size\_t size, std::vector<T> start, const int w, const T eps) {

std::vector<T> X(start);

Matrix<T> J = jacobian(X);

std::vector<T> dX = J.Solve(-f(X));

auto E = [&]() -> T {

return Norm(dX);

};

int times = 1;

do {

if (times == 0)

J = jacobian(X);

dX = J.Solve(-f(X));

X = X + dX;

cnt(1);

times = (times + 1) % w;

} while (std::abs(E()) > eps);

return X;

}

int main()

{

print("x1 - cos(x2) = 1");

print("x2 - lg(1 + x1) = 3\n");

print("f(X) = (x1 - cos(x2) - 1; x2 - lg(1 + x1) - 3)\n");

print("Fixed Point Iteration:");

print("x1 = 1 + cos(x2):");

print("x2 = 3 + lg(1 + x1)\n");

auto f = [](std::vector<double> X) -> std::vector<double> {

assert((X.size() == 2) && "size must be 2");

return std::vector<double>({ X[0] - std::cos(X[1]) - 1, X[1] - std::log10(1 + X[0]) - 3 });

};

auto phi = [](std::vector<double> X) -> std::vector<double> {

assert((X.size() == 2) && "size must be 2");

return std::vector<double>({1 + std::cos(X[1]), 3 + std::log10(1 + X[0])});

};

auto jacobian = [](std::vector<double> X) -> Matrix<double> {

assert((X.size() == 2) && "size must be 2");

Matrix<double> result(2,

{ 1, std::sin(X[1]),

-1 / (std::log(10.0) \* (X[0] + 1)), 1});

return result;

};

auto res = FixedPointIteration(std::function<std::vector<double>(std::vector<double>)>(phi), 2, { 0.0, 3.0 }, 0.5, 0.000001);

print("X = (", res, ")\n", "f(X) = (", f(res), ")");

res = NewtonsMethod(std::function<std::vector<double>(std::vector<double>)>(f), std::function<Matrix<double>(std::vector<double>)>(jacobian), 2, { 0.0, 3.0 }, 1, 0.00000000001);

print("X = (", res, ")\n", "f(X) = (", f(res), ")");

cnt();

}
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